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# EXPERIME NT NO. 5

**CO/LO:** Choose appropriate data structure and use it to design algorithm for solving a specific problem

**AIM / OBJECTIVE:** To implement various operations on Leftist Heap.

**Properties of Leftist Heap:**

1. Skewed Structure: A leftist heap is biased to the left, with a path-heavy left child to minimize merging costs.
2. Heap Property: The heap maintains the min-heap property.
3. Merging: Merging two heaps takes O(logn), as the right paths are as short as possible.
4. Shortest Path Property: The rank (null path length) of the right child is always less than or equal to the left child.
5. Efficient Insert/Delete: Insert and delete-min both take O(logn) time through merging.

**TECHNOLOGY STACK USED: C, C++, JAVA SOURCE CODE:**

import java.util.\*;

class LeftistNode {

    int element, dist;

    LeftistNode left, right;

    public LeftistNode(int element) {

        this(element, null, null);

    }

    public LeftistNode(int element, LeftistNode left, LeftistNode right) {

        this.element = element;

        this.left = left;

        this.right = right;

        this.dist = 0;

    }

}

class LeftistHeap {

    private LeftistNode root;

    public LeftistHeap() {

        root = null;

    }

    public boolean isEmpty() {

        return root == null;

    }

    public void makeEmpty() {

        root = null;

    }

    public void insert(int x) {

        root = merge(new LeftistNode(x), root);

    }

    public int deleteMin() {

        if (isEmpty())

            throw new NoSuchElementException();

        int minItem = root.element;

        root = merge(root.left, root.right);

        return minItem;

    }

    private LeftistNode merge(LeftistNode x, LeftistNode y) {

        if (x == null)

            return y;

        if (y == null)

            return x;

        if (x.element > y.element) {

            LeftistNode temp = x;

            x = y;

            y = temp;

        }

        x.right = merge(x.right, y);

        if (x.left == null) {

            x.left = x.right;

            x.right = null;

        } else {

            if (x.left.dist < x.right.dist) {

                LeftistNode temp = x.left;

                x.left = x.right;

                x.right = temp;

            }

            x.dist = x.right.dist + 1;

        }

        return x;

    }

    public void merge(LeftistHeap rhs) {

        if (this == rhs)

            return;

        root = merge(root, rhs.root);

        rhs.root = null;

    }

}

public class Main {

    public static void main(String[] args) {

        int[] arr = {1, 5, 7, 10, 15};

        int[] arr1 = {22, 75};

        LeftistHeap h = new LeftistHeap();

        LeftistHeap h1 = new LeftistHeap();

        LeftistHeap h2;

        for (int i : arr)

            h.insert(i);

        for (int i : arr1)

            h1.insert(i);

        System.out.println(h.deleteMin());

        System.out.println(h1.deleteMin());

        h.merge(h1);

        h2 = h;

        System.out.println(h2.deleteMin());

    }

}

**OUTPUT:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAABKCAYAAAA11z32AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAJUSURBVGhD7Zg/b9NAGId/5hPETMmaLHEkJEbEZmVkCerA2pLMNCX9AExMCShMDKZmZaj4BEk6IST2uBts9YT5BsfZet/Eddyzr3ECke6RLsmdX52f2O/9sa2HLz4IZPjx9hmazSbVds8D+v6nGAnGSDC5Eq1WC5Zl7a2Y28EckMTFEkIIRPMRNVSLQmKEWSSSk4vnN/i0+EPt1aOQmKBrUwbbXQTUugtMYjJGgjESjJFgFBKpGVOWsVtDzR2v6iLwKG57FBKpGTOvOAOK2x6TE4yRYIwEYyQYI8EUS9B2n4ty268Tm0IpMZpHyXb/PLVmXDbkIpazeOnEZlFIeOi78nlDbvcn1BIzcM4xrx9hdkYNCTqxmygkBuhYHfmZZYKfYQ2NR1RN0Ind5B6J6eFpO8C3l1RVUi5WUyLe6PQBP+9fZykfqyERdzpG46uFTuFV0IktLbE7gZgSEh6WomynOrFr1BJnM0TiCDevS3SqE5vhbol49nvXwKVlo/ue2ggvEFheUCVGJzaHgtvhoJ+ahrn023T4Fjqxt8l9wf77yyv6tR9Kjo7dYiQYI8EYCcZIMAcg4Qcba0FSogVOKaQKiq/E9efVFn5VbBdTOlwFJieYUhK+3JiscyKAT+1VUSzRPkYvHK7zYRiiV7GIWuLESU5su6k0nLp4c1VHb1Hd+LhXTkx/hajVH1Ntew4nMbP4T9q4/n5Cte25W+J0IZ8jBIJMBsYj5bh+hY/VOSgkZALa1hBhLz08pQDkDLrfGXMKN/um36nwEhCHm5hVYySY/0AC+AtSER39Jd+A4AAAAABJRU5ErkJggg==)**

# CONCLUSION: In this experiment we understood and implemented Leftist heaps
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